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Abstract—Motion detection is one of the most important
components in image processing and analysis systems. It can be
identified as a change in location or size of an object on subse-
quent frames. Moreover, the position of object, camera or both
may change. Motion velocity and direction can be determined
on the basis of the displacement of individual pixels and frame
acquisition frequency. To calculate the displacement, optical flow
methods can be used. One of them — the Lucas-Kanade algorithm
— was used in this work. The implementation uses a multi-
scale method. This allows the detection of displacements of
objects over greater distances. For hardware implementation the
FPGA platform was used because of the possibility of parallel
calculation and energy efficiency. In this work real-time video
stream processing with a resolution of 1280x720 pixels and a
frequency of 50 frames per second was obtained. The module
could be used in embedded vision systems such as surveillance
or autonomous vehicles.

Index Terms—FPGA, hardware implementation, real-time vi-
sion system, motion detection, optical flow, Lucas-Kanade algo-
rithm, multi-scale method

I. INTRODUCTION

The information about the displacement of pixels between
consecutive frames in a video sequence is described by optical
flow. It is a vector field in which each pixel corresponds to two
components, defining its shift in the vertical and horizontal
direction. Information about the pixel motion can be used
in more complex algorithms such as the detection, segmen-
tation and object tracking [2]. The Lucas-Kanade algorithm
has already been implemented on hardware platforms such
as an FPGA (Field Programmable Gate Array) or a GPU
(Graphics Procssing Unit), as well on a GPP (General Purpose
Processor).

In some cases it may be beneficial to apply the multi-scale
approach suggested in papers [1], [2], [3]. This method is
much better than the one-scale version, because it allows the
detection of large displacements between frames. This topic
has already been presented in the paper [1], where processing
a 640x480 @ 32 fps video stream was obtained.
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II. THE USED ALGORITHM

In the Lucas-Kanade algorithm (LK), a solution to the
Equation (1) is searched. The pixel displacement is denoted
as (u, v) and I, I, and I; are spatial and temporal derivatives
respectively.

Lu+ T+ I =0 (1)

One of the solutions of Equation (1) was proposed by Bruce
D. Lucas and Takeo Kanade in the work [4]. It required an
additional assumption — the displacement of pixels in a small
neighbourhood is the same.

The equation for pixels in the considered window can be
presented in a matrix form (2). If the matrix is reversible, then
the solution exists and u, v can be obtained. On both sides of
the expression, the W matrix may appear, which gives more

weight to pixels in the centre of the window.
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However, for fast-moving objects the above presented ver-
sion of the LK algorithm is insufficient, because in this case the
pixel displacement is too large and the condition of analysing
a small neighbourhood is violated. In such a situation, a multi-
scale approach should be applied. It requires generating a pyra-
mid of images for each frame of the video sequence [3] . The
original frame is reduced twice, then the newly created image
is again reduced twice, etc.

In the next step optical flow is computed for the image in
the smallest scale according to the Lucas-Kanade algorithm.
The obtained flow is used to modify the previous image in the
lager scale — details in [1]. For the frame after transformation
and the current one, the optical flow is calculated again.

The whole procedure is repeated until the flow is calculated
for the input image. Figure 1 presents a diagram according to
which the calculations are performed on successive scales for
the test sequence Seat used in [5].



Fig. 1. A pyramid of images for one frame
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Fig. 2. Scheme of the LK computing system

III. HARDWARE IMPLEMENTATION

The described Lucas-Kanade module was verified on the
VC707 development board equipped with a Virtex-7 FPGA de-
vice from Xilinx and external DDR RAM memory resources.
The scheme of the system is presented in Figure 2.

The single-scale version of the LK algorithm consists of
several modules. All of them were prepared in Vivado Desing
Suite using Verilog language. Firstly the incoming frame is
converted from the RGB colour space to gray-scale.

Then, the frame is convoluted with a one-dimensional mask
[1 4 6 4 1]/16, which is the approximation of a Gaussian
distribution. Blurring of the image is applied in rows and then
in columns.

In the next module, two frames are analysed simultaneously
— the previous one (stored in external RAM) and the current
from the camera. Then the spatial derivatives I, I, on the
previous frame and the temporal one I; (between previous and
current frame) are computed. To calculate spatial derivatives
the mask [-1 O 1]/2 (calculated for rows and columns) is
used, while the mask [-1 1]/2 is used to compute temporal
derivatives.

Then the corresponding derivatives are multiplied by them-
selves and added in the window. As part of the compromise
between resource consumption and accuracy, the window size
was set to 5x5. Weights w; in Equation (2) are values of
a two-dimensional Gaussian function. The last step before
calculating the flow for each pixel is matrix inversion as in
[5]. In addition, thresholding is applied, which allows to filter
results that may be incorrect.

The described modules enables LK computations in one
scale. The masks’ sizes used in the algorithm were chosen as
a compromise between accuracy and resource consumption.
For the multi-scale method, it was necessary to implement
some additional modules.

The first of them is responsible for reducing the size of the
image twice. For this purpose the pixels in rows and columns

with odd indexes are chosen. The flow (u, v) obtained in a
smaller scale is then up-scaled using bilinear interpolation.
A displacement along the x and y axes is specified for each
pixel, so it is possible to modify the picture in a larger scale
by initially shifting pixels. The use of this method enables
motion compensation. Therefore, the assumption about small
displacement used in the LK method is not violated.

The flow obtained for each pixel is shown graphically —
(Visualisation). In the case of hardware implementations the
results are often presented in the form of colours in the HSV
space. Pixel colour corresponds to the direction in which
they move and its saturation corresponds to the speed of
the movement. Firstly, the length of the vector is calculated.
Then with the help of the pre-computed values of the arc
tangent function (look-up table), the angle specified by (u,
v) is determined. In addition the conversion to the RGB color
space is made to correctly display the results on the screen.

In Table I the total consumption of resources on the VC707
board is presented. In addition to the Lucas-Kanade algorithm
module, the resources were used to support the external
memory controller and video pass-through.

TABLE I
FPGA RESOURCE UTILIZATION FOR THE VC707 BOARD

[ Resource type | Used [ Available [ Percentage ]

LUT 41167 | 303600 13,56%
Flip-Flop 52324 | 607200 8.62%
Block RAM 136 1030 18,01%
0B 177 700 25,29%

IV. SUMMARY

In this paper a hardware implementation of the multi-
scale version of the Lucas-Kanade optical flow computation
algorithm using FPGA platform was presented. Thanks to an
appropriate parallel-pipelined architecture, real-time process-
ing of a 1280x720 @50 fps video stream has been achieved.
The multi-scale method enables the detection of large dis-
placements between frames, which allows correct operation
for fast-moving objects.
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